Homework Number: 2  
Name: Jose Luis Tejada  
ECN Login: tejada  
Due Date: Thursday 1/30/2020 at 4:29PM

***Problem 1:***

**Code:**

*#!/usr/bin/env python3***import** sys  
**from** BitVector **import** \*  
  
*#Permutation / Substitution arrays*key\_permutation\_1 = [56,48,40,32,24,16,8,0,57,49,41,33,25,17,  
 9,1,58,50,42,34,26,18,10,2,59,51,43,35,  
 62,54,46,38,30,22,14,6,61,53,45,37,29,21,  
 13,5,60,52,44,36,28,20,12,4,27,19,11,3]  
  
key\_permutation\_2 = [13,16,10,23,0,4,2,27,14,5,20,9,22,18,11,  
 3,25,7,15,6,26,19,12,1,40,51,30,36,46,  
 54,29,39,50,44,32,47,43,48,38,55,33,52,  
 45,41,49,35,28,31]  
  
shifts\_for\_round\_key\_gen = [1,1,2,2,2,2,2,2,1,2,2,2,2,2,2,1]  
  
  
expansion\_permutation = [31, 0, 1, 2, 3, 4,  
 3, 4, 5, 6, 7, 8,  
 7, 8, 9, 10, 11, 12,  
 11, 12, 13, 14, 15, 16,  
 15, 16, 17, 18, 19, 20,  
 19, 20, 21, 22, 23, 24,  
 23, 24, 25, 26, 27, 28,  
 27, 28, 29, 30, 31, 0]  
  
s\_boxes = {i:**None for** i **in** range(8)}  
  
s\_boxes[0] = [ [14,4,13,1,2,15,11,8,3,10,6,12,5,9,0,7],  
 [0,15,7,4,14,2,13,1,10,6,12,11,9,5,3,8],  
 [4,1,14,8,13,6,2,11,15,12,9,7,3,10,5,0],  
 [15,12,8,2,4,9,1,7,5,11,3,14,10,0,6,13] ]  
  
s\_boxes[1] = [ [15,1,8,14,6,11,3,4,9,7,2,13,12,0,5,10],  
 [3,13,4,7,15,2,8,14,12,0,1,10,6,9,11,5],  
 [0,14,7,11,10,4,13,1,5,8,12,6,9,3,2,15],  
 [13,8,10,1,3,15,4,2,11,6,7,12,0,5,14,9] ]  
  
s\_boxes[2] = [ [10,0,9,14,6,3,15,5,1,13,12,7,11,4,2,8],  
 [13,7,0,9,3,4,6,10,2,8,5,14,12,11,15,1],  
 [13,6,4,9,8,15,3,0,11,1,2,12,5,10,14,7],  
 [1,10,13,0,6,9,8,7,4,15,14,3,11,5,2,12] ]  
  
s\_boxes[3] = [ [7,13,14,3,0,6,9,10,1,2,8,5,11,12,4,15],  
 [13,8,11,5,6,15,0,3,4,7,2,12,1,10,14,9],  
 [10,6,9,0,12,11,7,13,15,1,3,14,5,2,8,4],  
 [3,15,0,6,10,1,13,8,9,4,5,11,12,7,2,14] ]  
  
s\_boxes[4] = [ [2,12,4,1,7,10,11,6,8,5,3,15,13,0,14,9],  
 [14,11,2,12,4,7,13,1,5,0,15,10,3,9,8,6],  
 [4,2,1,11,10,13,7,8,15,9,12,5,6,3,0,14],  
 [11,8,12,7,1,14,2,13,6,15,0,9,10,4,5,3] ]  
  
s\_boxes[5] = [ [12,1,10,15,9,2,6,8,0,13,3,4,14,7,5,11],  
 [10,15,4,2,7,12,9,5,6,1,13,14,0,11,3,8],  
 [9,14,15,5,2,8,12,3,7,0,4,10,1,13,11,6],  
 [4,3,2,12,9,5,15,10,11,14,1,7,6,0,8,13] ]  
  
s\_boxes[6] = [ [4,11,2,14,15,0,8,13,3,12,9,7,5,10,6,1],  
 [13,0,11,7,4,9,1,10,14,3,5,12,2,15,8,6],  
 [1,4,11,13,12,3,7,14,10,15,6,8,0,5,9,2],  
 [6,11,13,8,1,4,10,7,9,5,0,15,14,2,3,12] ]  
  
s\_boxes[7] = [ [13,2,8,4,6,15,11,1,10,9,3,14,5,0,12,7],  
 [1,15,13,8,10,3,7,4,12,5,6,11,0,14,9,2],  
 [7,11,4,1,9,12,14,2,0,6,10,13,15,3,5,8],  
 [2,1,14,7,4,10,8,13,15,12,9,0,3,5,6,11] ]  
  
pbox\_permutation = [15,6,19,20,28,11,27,16,0,14,22,25,4,  
 17,30,9,1,7,23,13,31,26,2,8,18,12,29,  
 5,21,10,3,24]  
  
  
**def** encrypt(message, key, encrypted):  
 *#Obtain key and round keys* encryption\_key, round\_keys = generate\_keys(key)  
  
 *#Convert Message to bitvector* message\_bv = BitVector(filename=message) *#Assume conversion with textstring.  
  
 #Continue for entirety of message* encrypted\_bv = BitVector(size=0)  
 **while**(message\_bv.more\_to\_read):  
 *#Obtain Segment* message\_bv\_segment = message\_bv.read\_bits\_from\_file(64)  
  
 *# Pad read bits with 0's when block size is not 64* **if** message\_bv\_segment.size < 64:  
 message\_bv\_segment.pad\_from\_right(64-len(message\_bv\_segment))  
  
 *#Feistel function* [Left, Right] = message\_bv\_segment.divide\_into\_two() *# Perform left/right division* **for** r\_key **in** round\_keys: *#For each segement of 64-bits perform 16 rounds of encryption* new\_Right = Right.deep\_copy()  
 new\_Right = new\_Right.permute(permute\_list=expansion\_permutation) *#Perform expansion permutation on right half to 48 bits* new\_Right ^= r\_key *# Perform xor with key, must be 48bits  
  
 # Perform substitution with s-boxes, remember input -> 48bits, output -> 32bits* s\_box\_output = substitution(new\_Right)  
  
 p\_box\_Right = s\_box\_output.permute(permute\_list=pbox\_permutation) *# Perform permutation with P Box* p\_box\_Right ^= Left *# Perform final Xoring with requisite half  
  
 #Set left and right for next round.* Left = Right.deep\_copy()  
 Right = p\_box\_Right  
 *#End of 16 Encryption Rounds for current segment  
 #Append each segment's left and right halves together.* encrypted\_bv += (Right + Left) *#Check Method of usage  
  
 #Once finished reading, write bitvector to encrypted\_ppm* encrypted\_fp = open(file=encrypted, mode=**'w'**)  
 encrypted\_bv\_hex\_string = encrypted\_bv.get\_hex\_string\_from\_bitvector()  
 encrypted\_fp.write(encrypted\_bv\_hex\_string)  
  
 *#Close files* encrypted\_fp.close()  
  
 **return  
  
def** decrypt(encrypted,key, decrypted):  
 *# Obtain key and round keys* encryption\_key, round\_keys = generate\_keys(key)  
 *#Attempt to flip round keys so that key 16 is run 1st* round\_keys.reverse()  
  
 *# Convert Message to bitvector* fp = open(file=encrypted, mode=**'r'**)  
 encrypted\_bv = BitVector(hexstring=fp.read()) *# Assume conversion from hexstring to bitvector  
  
 # Continue for entirety of message* decrypted\_bv = BitVector(size=0)  
  
 *#Split hexfile into 64 bit chunks* encrypted\_bv\_split = [encrypted\_bv[i\*64:(i+1)\*64] **for** i **in** range((len(encrypted\_bv) // 64))] *#Check if correct* **for** encrypted\_bv\_segment **in** encrypted\_bv\_split:  
 *# Obtain Segments* [Left, Right] = encrypted\_bv\_segment.divide\_into\_two() *# Perform left/right division* **for** r\_key **in** round\_keys: *# For each segement of 64-bits perform 16 rounds of encryption* new\_Right = Right.deep\_copy()  
 new\_Right = new\_Right.permute(permute\_list=expansion\_permutation) *# Perform expansion permutation on right half to 48 bits* new\_Right ^= r\_key *# Perform xor with key, must be 48bits  
  
 # Perform substitution with s-boxes, remember input -> 48bits, output -> 32bits* s\_box\_output = substitution(new\_Right)  
  
 p\_box\_Right = s\_box\_output.permute(permute\_list=pbox\_permutation) *# Perform permutation with P Box* p\_box\_Right ^= Left *# Perform final Xoring with requisite half* Left = Right.deep\_copy()  
 Right = p\_box\_Right  
 *# End of 16 Encryption Rounds for current segment  
 # Append each segment's left and right halves together.* decrypted\_bv += (Right + Left) *# Check Method of usage  
  
 # Once finished reading, write bitvector to decrypted* decrypted\_fp = open(file=decrypted, mode=**'w'**)  
 decrypted\_bv\_text = decrypted\_bv.get\_text\_from\_bitvector()  
 decrypted\_fp.write(decrypted\_bv\_text)  
  
 *#Close files* fp.close()  
 decrypted\_fp.close()  
  
 **return  
  
def** generate\_keys(key):  
 *#Obtain Encryption key* key\_file\_pointer = open(file=key, mode=**'r'**)  
 key\_string = key\_file\_pointer.read()  
 key\_bv = BitVector(textstring=key\_string)  
 key\_bv\_p = key\_bv.permute(permute\_list=key\_permutation\_1)  
  
 *#Generate Round Keys* round\_keys = []  
 encryption\_key\_bv = key\_bv\_p.deep\_copy()  
 **for** round\_num **in** range(16):  
 [left\_key, right\_key] = encryption\_key\_bv.divide\_into\_two()  
 round\_shift = shifts\_for\_round\_key\_gen[round\_num]  
 left\_key << round\_shift  
 right\_key << round\_shift  
 complete\_key = left\_key + right\_key  
 round\_key = complete\_key.permute(key\_permutation\_2)  
 round\_keys.append(round\_key)  
  
 **return** key\_bv\_p, round\_keys  
  
**def** substitution(half\_block\_48):  
  
 s\_box\_output = BitVector(size=32)  
 s\_segments = [half\_block\_48[(i \* 6):(i \* 6 + 6)] **for** i **in** range(8)] *# Determine segments for substitution* **for** s\_index **in** range(len(s\_segments)): *#For each segment* row = 2 \* s\_segments[s\_index][0] + s\_segments[s\_index][-1] *# Determine row of substitution* col = int(s\_segments[s\_index][1:-1]) *# Determine column in row of s\_box to be substituted with* s\_box\_output[s\_index \* 4:(s\_index \* 4 + 4)] = BitVector(intVal=s\_boxes[s\_index][row][col],size=4) *# Perform substitution* **return** s\_box\_output  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 *# Assume correct number of arguments and format* **if** len(sys.argv) != 5:  
 print(**"Incorrect number of Arguments"**)  
 exit(1)  
 **if** sys.argv[1] == **'-e'**:  
 message = sys.argv[2]  
 key = sys.argv[3]  
 encrypted = sys.argv[4]  
 encrypt(message, key, encrypted)  
 **elif** sys.argv[1] == **'-d'**:  
 encrypted = sys.argv[2]  
 key = sys.argv[3]  
 decrypted = sys.argv[4]  
 decrypt(encrypted,key, decrypted)  
 **else**:  
 print(**"Incorrect Encryption/Decryption Option."**)  
 exit(1)

**Encrypted Plaintext:**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

**Decrypted Plaintext:**

Earlier this week, security researchers took note of a series of changes Linux and Windows developers began rolling out in beta updates to address a critical security flaw: A bug in Intel chips allows low-privilege processes to access memory in the computer's kernel, the machine's most privileged inner sanctum. Theoretical attacks that exploit that bug, based on quirks in features Intel has implemented for faster processing, could allow malicious software to spy deeply into other processes and data on the target computer or smartphone. And on multi-user machines, like the servers run by Google Cloud Services or Amazon Web Services, they could even allow hackers to break out of one user's process, and instead snoop on other processes running on the same shared server. On Wednesday evening, a large team of researchers at Google's Project Zero, universities including the Graz University of Technology, the University of Pennsylvania, the University of Adelaide in Australia, and security companies including Cyberus and Rambus together released the full details of two attacks based on that flaw, which they call Meltdown and Spectre.

**Explanation:**

In this problem the goal was to implement the Data Encryption Standard algorithm and be able to both encrypt and decrypt a text file with a given key in a text file. We first read the 8-character key and perform a permutation with the key permutation 1 array, resulting in a new 48-bit key. We use this key to generate all 16 round keys to later be used to generate the encrypted file. The encryption key is then divided into two portions, and depending on the round number, we perform a set number of left-shifting operations. We then join both halves back together and apply a second permutation on this key and append it to a list. Having this, we can convert the plaintext into a bit vector and reading in 64 bit segments one at a time padding the text appropriately if it is less than 64 bits long and divide each segment into two 32 bit segments. For each round key we make a copy of the right portion and permute it using the expansion permutation to obtain a 48-bit segment and xor it with the current round key. We then proceed to obtain eight 6 bit segments and perform a substitution on the middle 4 bits of each using the s\_boxes arrays and two outer bits as indices, obtaining a 32 bit segment as output. Finally, we perform an additional permutation and XOR this segment with the original left segment, finally, we swap right a left segments and repeat the whole process for all keys and for all 64 bit segments in the file. We can then finally write the encrypted file. For decryption the process is exactly the same as for decryption.

***Problem 2:***

**Code:**

**import** sys  
**from** BitVector **import** \*  
  
*#Permutation / Substitution arrays*key\_permutation\_1 = [56,48,40,32,24,16,8,0,57,49,41,33,25,17,  
 9,1,58,50,42,34,26,18,10,2,59,51,43,35,  
 62,54,46,38,30,22,14,6,61,53,45,37,29,21,  
 13,5,60,52,44,36,28,20,12,4,27,19,11,3]  
  
key\_permutation\_2 = [13,16,10,23,0,4,2,27,14,5,20,9,22,18,11,  
 3,25,7,15,6,26,19,12,1,40,51,30,36,46,  
 54,29,39,50,44,32,47,43,48,38,55,33,52,  
 45,41,49,35,28,31]  
  
shifts\_for\_round\_key\_gen = [1,1,2,2,2,2,2,2,1,2,2,2,2,2,2,1]  
  
  
expansion\_permutation = [31, 0, 1, 2, 3, 4,  
 3, 4, 5, 6, 7, 8,  
 7, 8, 9, 10, 11, 12,  
 11, 12, 13, 14, 15, 16,  
 15, 16, 17, 18, 19, 20,  
 19, 20, 21, 22, 23, 24,  
 23, 24, 25, 26, 27, 28,  
 27, 28, 29, 30, 31, 0]  
  
s\_boxes = {i:**None for** i **in** range(8)}  
  
s\_boxes[0] = [ [14,4,13,1,2,15,11,8,3,10,6,12,5,9,0,7],  
 [0,15,7,4,14,2,13,1,10,6,12,11,9,5,3,8],  
 [4,1,14,8,13,6,2,11,15,12,9,7,3,10,5,0],  
 [15,12,8,2,4,9,1,7,5,11,3,14,10,0,6,13] ]  
  
s\_boxes[1] = [ [15,1,8,14,6,11,3,4,9,7,2,13,12,0,5,10],  
 [3,13,4,7,15,2,8,14,12,0,1,10,6,9,11,5],  
 [0,14,7,11,10,4,13,1,5,8,12,6,9,3,2,15],  
 [13,8,10,1,3,15,4,2,11,6,7,12,0,5,14,9] ]  
  
s\_boxes[2] = [ [10,0,9,14,6,3,15,5,1,13,12,7,11,4,2,8],  
 [13,7,0,9,3,4,6,10,2,8,5,14,12,11,15,1],  
 [13,6,4,9,8,15,3,0,11,1,2,12,5,10,14,7],  
 [1,10,13,0,6,9,8,7,4,15,14,3,11,5,2,12] ]  
  
s\_boxes[3] = [ [7,13,14,3,0,6,9,10,1,2,8,5,11,12,4,15],  
 [13,8,11,5,6,15,0,3,4,7,2,12,1,10,14,9],  
 [10,6,9,0,12,11,7,13,15,1,3,14,5,2,8,4],  
 [3,15,0,6,10,1,13,8,9,4,5,11,12,7,2,14] ]  
  
s\_boxes[4] = [ [2,12,4,1,7,10,11,6,8,5,3,15,13,0,14,9],  
 [14,11,2,12,4,7,13,1,5,0,15,10,3,9,8,6],  
 [4,2,1,11,10,13,7,8,15,9,12,5,6,3,0,14],  
 [11,8,12,7,1,14,2,13,6,15,0,9,10,4,5,3] ]  
  
s\_boxes[5] = [ [12,1,10,15,9,2,6,8,0,13,3,4,14,7,5,11],  
 [10,15,4,2,7,12,9,5,6,1,13,14,0,11,3,8],  
 [9,14,15,5,2,8,12,3,7,0,4,10,1,13,11,6],  
 [4,3,2,12,9,5,15,10,11,14,1,7,6,0,8,13] ]  
  
s\_boxes[6] = [ [4,11,2,14,15,0,8,13,3,12,9,7,5,10,6,1],  
 [13,0,11,7,4,9,1,10,14,3,5,12,2,15,8,6],  
 [1,4,11,13,12,3,7,14,10,15,6,8,0,5,9,2],  
 [6,11,13,8,1,4,10,7,9,5,0,15,14,2,3,12] ]  
  
s\_boxes[7] = [ [13,2,8,4,6,15,11,1,10,9,3,14,5,0,12,7],  
 [1,15,13,8,10,3,7,4,12,5,6,11,0,14,9,2],  
 [7,11,4,1,9,12,14,2,0,6,10,13,15,3,5,8],  
 [2,1,14,7,4,10,8,13,15,12,9,0,3,5,6,11] ]  
  
pbox\_permutation = [15,6,19,20,28,11,27,16,0,14,22,25,4,  
 17,30,9,1,7,23,13,31,26,2,8,18,12,29,  
 5,21,10,3,24]  
  
  
**def** encrypt(input\_image, key, encrypted\_ppm):  
 *#Open input\_image, Read three lines as header* image\_fp = open(file=input\_image, mode=**'rb'**)  
 image\_header = []  
 image\_header.append(image\_fp.readline())  
 image\_header.append(image\_fp.readline())  
 image\_header.append(image\_fp.readline())  
  
 *#Read remaining lines as data to encrypt.* image\_data = image\_fp.read()  
 image\_bv = BitVector(rawbytes=image\_data)*#Convert input\_image data to bitvector  
  
 # Close files* image\_fp.close()  
  
 *# Obtain key and round keys* encryption\_key, round\_keys = generate\_keys(key)  
  
 *# Split contents of input\_image, must pad last byte if not divisible by 64* num\_segments = len(image\_bv) // 64  
 image\_bv\_split = [image\_bv[i\*64:(i+1)\*64] **for** i **in** range(num\_segments)]  
 **if** (len(image\_bv) % 64 != 0):  
 last\_segment = image\_bv[num\_segments\*64:len(image\_bv)]  
 last\_segment.pad\_from\_right(64 - (len(image\_bv) - num\_segments\*64))  
 image\_bv\_split.append(last\_segment)  
  
 *# Write encrypted\_ppm bitvector to ppm  
 # Use 'wb' as write binary option* encrypted\_fp = open(file=encrypted\_ppm, mode=**'wb'**)  
 **for** h **in** image\_header:  
 encrypted\_fp.write(h)  
  
  
 *#Continue for entirety of message* encrypted\_bv = BitVector(size=0)  
 **for** image\_bv\_segment **in** image\_bv\_split:  
 [Left, Right] = image\_bv\_segment.divide\_into\_two()  
 **for** r\_key **in** round\_keys: *# For each segement of 64-bits perform 16 rounds of encryption* new\_Right = Right.deep\_copy()  
 new\_Right = new\_Right.permute(permute\_list=expansion\_permutation) *# Perform expansion permutation on right half to 48 bits* new\_Right ^= r\_key *# Perform xor with key, must be 48bits  
  
 # Perform substitution with s-boxes, remember input -> 48bits, output -> 32bits* s\_box\_output = substitution(new\_Right)  
  
 p\_box\_Right = s\_box\_output.permute(permute\_list=pbox\_permutation) *# Perform permutation with P Box* p\_box\_Right ^= Left *# Perform final Xoring with requisite half* Left = Right.deep\_copy()  
 Right = p\_box\_Right  
 *# End of 16 Encryption Rounds for current segment  
 # Append each segment's left and right halves together.* encrypted\_bv = (Right + Left) *# Check Method of usage* encrypted\_bv.write\_to\_file(file\_out=encrypted\_fp)  
  
 *#Close File* encrypted\_fp.close()  
  
 **return  
  
  
def** generate\_keys(key):  
 *#Obtain Encryption key* key\_file\_pointer = open(file=key, mode=**'r'**)  
 key\_string = key\_file\_pointer.read()  
 key\_bv = BitVector(textstring=key\_string)  
 key\_bv\_p = key\_bv.permute(permute\_list=key\_permutation\_1)  
  
 *#Generate Round Keys* round\_keys = []  
 encryption\_key\_bv = key\_bv\_p.deep\_copy()  
 **for** round\_num **in** range(16):  
 [left\_key, right\_key] = encryption\_key\_bv.divide\_into\_two()  
 round\_shift = shifts\_for\_round\_key\_gen[round\_num]  
 left\_key << round\_shift  
 right\_key << round\_shift  
 complete\_key = left\_key + right\_key  
 round\_key = complete\_key.permute(key\_permutation\_2)  
 round\_keys.append(round\_key)  
  
 **return** key\_bv\_p, round\_keys  
  
**def** substitution(half\_block\_48):  
  
 s\_box\_output = BitVector(size=32)  
 s\_segments = [half\_block\_48[(i \* 6):(i \* 6 + 6)] **for** i **in** range(8)] *# Determine segments for substitution* **for** s\_index **in** range(len(s\_segments)): *#For each segment* row = 2 \* s\_segments[s\_index][0] + s\_segments[s\_index][-1] *# Determine row of substitution* col = int(s\_segments[s\_index][1:-1]) *# Determine column in row of s\_box to be substituted with* s\_box\_output[s\_index \* 4:(s\_index \* 4 + 4)] = BitVector(intVal=s\_boxes[s\_index][row][col],size=4) *# Perform substitution* **return** s\_box\_output  
  
  
**if** \_\_name\_\_ == **"\_\_main\_\_"**:  
 **if** len(sys.argv) != 4:  
 print(**"Incorrect Number of Arguements"**)  
 exit(1)  
 image = sys.argv[1]  
 key = sys.argv[2]  
 encrypted = sys.argv[3]  
 encrypt(image, key, encrypted)

**Encrypted Image:**

**![](data:image/png;base64,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)**

**Explanation:**

In order to encrypt the provided image, there are some additional steps that must be taken so that we can use the same algorithm as with the text encryption. First, we must read the header of the file and image data separately so that we don’t encrypt the header of the image. We can then proceed to write the binary header onto the encrypted file. After doing so we convert the bytes of the image directly into a bit vector and proceed to divide it into 64 bit segments, and padding them appropriately. From this point forward, we can proceed to encrypt the image with the same scheme as with the text encryption in problem 1, with the only caveat being that we write each successfully encrypted 64 bit segment to the file upon completion instead of writing it all at once (For speed reasons).